ggplot2 Essentials

ggplot2 is one of the most sophisticated and advanced packages of R and its use is constantly growing in the community of R programmers. This book is the perfect starting point for your journey in learning about one of the most refined and widely used plotting tools—ggplot2. You will start by taking a tour of the most relevant packages available in R to create plots, such as graphics, lattice, and ggplot2. Following this, you will take a deep dive into the concepts of ggplot2 by covering different kinds of plots that will help you gear up for your first hands-on project. After this first taste of the capabilities of ggplot2, you will explore in detail the visualization approach implemented in this package, the so-called grammar of graphics, providing you with the basics to understand the backstage concepts in the plotting functions. Finally, you will take a look at some specialized and sophisticated applications of ggplot2, such as how to realize a complex scatterplot matrix, heatmaps, and how to make spatial visualization graphs.

Who this book is written for
This book is perfect for R programmers who are interested in learning to use ggplot2 for data visualization, from the basics up to using more advanced applications, such as faceting and grouping. Since this book will not cover the basics of R commands and objects, you should have a basic understanding of the R language.

What you will learn from this book
- Familiarize yourself with some important data visualization packages in R such as graphics, lattice, and ggplot2
- Realize different kinds of simple plots with the basic qplot function
- Understand the basics of the grammar of graphics, the data visualization approach implemented in ggplot2
- Master the ggplot2 package in realizing complex and more advanced graphs
- Personalize the graphical details and learn the aesthetics of plotting graphs
- Save and export your plots in different formats
- Include maps in ggplot graphs, overlay data on maps, and learn how to realize complex matrix scatterplots

In this package, you will find:

- The author biography
- A preview chapter from the book, Chapter 1 'Graphics in R'
- A synopsis of the book’s content
- More information on ggplot2 Essentials
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As a very powerful open source language, R is rapidly becoming a standard in the scientific community, particularly for data analysis and data visualization. This is related mainly to the vast availability of library packages, which empower the user to apply this software in virtually any field of scientific research. In relation to data visualization, R provides a rich palette of tools, and among the packages available, ggplot2 is fast becoming one of the more sophisticated and advanced packages. Its use is constantly growing in the community of R users. This increasing interest is particularly related to the ggplot2 capability of creating high-quality plots with a very appealing layout and coding that is sufficiently easy to use.

As a scripting language, R may be difficult to master, but in this book, you will find a large number of examples and tips as well as detailed explanations, which will provide you with all the necessary tools to understand the concepts behind ggplot2 in depth and concretely apply them to solve everyday problems related to data visualization. You will see step-by-step descriptions, ranging from the basic applications of ggplot2 in realizing simple plots up to the realization of more advanced and sophisticated plots. We will also dig into controlling plot details, which will enable you to perform a full customization of the plot you intend to realize. Finally, we will also see more special applications of ggplot2, for instance, regarding how to include map data in plots, realize heatmaps, and realize matrix scatterplots using additional packages based on ggplot2.

By the end of this book, you will not only have learned how to use the full potential of ggplot2, but you will also be able to generate publication-quality plots. Moreover, you will also be able to use this book and its examples as a reference for daily questions concerning the use of ggplot2 for data representation.
What this book covers

Chapter 1, Graphics in R, gets you up and running with R and ggplot2 by providing you with a description of the R installation as well as the integrated development environment you may want to use in your daily use of R. You will also be introduced to the general ideas behind the different packages available for data visualization, graphics and lattice, and you will also see a few examples of how different plots realized with these packages can be realized with ggplot2. This will provide you with a quick reference to the similarities and differences among the different versions of code if you are already familiar with the other packages.

Chapter 2, Getting Started, provides you with an easy start to ggplot2 and the different plots that can be realized. We will see different plot examples using the qplot (quick plot) function, which provides you with a simplified tool to easily generate plots. In this chapter, we will go through histograms, density plots, bar charts, boxplots, scatterplots, time series, and dot charts.

Chapter 3, The Layers and Grammar of Graphics, gives you a general introduction to the different components on which the grammar of graphics is based. Such components are, for instance, the scales, coordinate system, faceting, aesthetic, and geometry. Understanding these is crucial for the use of the full potential of this package since only understanding the layered grammar can provide you with the right overview of how the different components are connected to each other. In this chapter, you will also find a series of tables summarizing the options available for function arguments, such as geometry and statistics, and they are intended to provide you with a reference for consultation when needed.

Chapter 4, Advanced Plotting Techniques, presents a few more advanced features and plots that can be realized in ggplot2. Building on the knowledge you will have developed, we will see how the grammar components can be combined to generate more complex plots. You will see how more advanced aesthetic mapping can be realized, for instance, using variables generated from statistical analysis or how components such as text and reference lines can be included on a plot. We will then also see how polar coordinate systems can be used to generate pie charts and other types of plots.

Chapter 5, Controlling Plot Details, shows you how you can modify the plot details as well as the default plot layout. You will see how we can modify the plot title, axis, and legend appearance and position. Moreover, you will also see how themes can be used to completely customize the plot appearance without affecting the data represented.
Chapter 6, *Plot Output*, shows you how to modify and organize multiple plots after their realization. We will see how to reproduce multiple plots next to each other and save the plots in different file formats from the R console, as well as using scripting commands.

Chapter 7, *Special Applications of ggplot2*, shows you examples of the special application of ggplot2 and other packages based on ggplot2. We will see how we can include maps in plots as well as add data to such maps; we will see how we can draw scatterplot matrices to represent the relationships between different variables. Finally, we will see how we can realize heat maps.
The objective of this chapter is to provide you with a general overview of the plotting environments in R and of the most efficient way of coding your graphs in it. We will go through the most important Integrated Development Environment (IDE) available for R as well as the most important packages available for plotting data; this will help you to get an overview of what is available in R and how those packages are compared with ggplot2. Finally, we will dig deeper into the grammar of graphics, which represents the basic concepts on which ggplot2 was designed. But first, let's make sure that you have a working version of R on your computer.

Getting ggplot2 up and running

If you have this book in your hands, it is very likely you already have a working version of R installed on your computer. If this is not the case, you can download the most up-to-date version of R from the R project website (http://www.r-project.org/). There, you will find a direct connection to the Comprehensive R Archive Network (CRAN), a network of FTP and web servers around the world that store identical, up-to-date versions of code and documentation for R. In addition to access to the CRAN servers, on the website of the R project, you may also find information about R, a few technical manuals, the R journal, and details about the packages developed for R and stored in the CRAN repositories.

At the time of writing, the current version of R is 3.1.2. If you have already installed R on your computer, you can check the actual version with the R.Version() code, or for a more concise result, you can use the R.version.string code that recalls only part of the output of the previous function.
Packages in R

In the next few pages of this chapter, we will quickly go through the most important visualization packages available in R, so in order to try the code, you will also need to have additional packages as well as \texttt{ggplot2} up and running in your R installation. In the basic R installation, you will already have the \texttt{graphics} package available and loaded in the session; the \texttt{lattice} package is already available among the standard packages delivered with the basic installation, but it is not loaded by default. \texttt{ggplot2}, on the other hand, will need to be installed. You can install and load a package with the following code:

\begin{verbatim}
> install.packages("ggplot2")
> library(ggplot2)
\end{verbatim}

Keep in mind that every time R is started, you will need to load the package you need with the \texttt{library(name_of_the_package)} command to be able to use the functions contained in the package. In order to get a list of all the packages installed on your computer, you can use the call to the \texttt{library()} function without arguments. If, on the other hand, you would like to have a list of the packages currently loaded in the workspace, you can use the \texttt{search()} command. One more function that can turn out to be useful when managing your library of packages is \texttt{.libPaths()}, which provides you with the location of your R libraries. This function is very useful to trace back the package libraries you are currently using, if any, in addition to the standard library of packages, which on Windows is located by default in a path of the kind \texttt{C:/Program Files/R/R-3.1.2/library}.

The following list is a short recap of the functions just discussed:

\begin{verbatim}
.libPaths()   # get library location
library()    # see all the packages installed
search()     # see the packages currently loaded
\end{verbatim}

The Integrated Development Environment

You will definitely be able to run the code and the examples shown in this book directly from the standard R \textbf{Graphical User Interface (GUI)}, especially if you are frequently working with R in more complex projects or simply if you like to keep an eye on the different components of your code, such as scripts, plots, and help pages, you may well think about the possibility of using an IDE. The number of specific IDEs that get integrated with R is still limited, but some of them are quite efficient, well-designed and open source.
RStudio

RStudio (http://www.rstudio.com/) is a very nice and advanced programming environment developed specifically for R, and this would be my recommended choice of IDE as the R programming environment in most cases. It is available for all the major platforms (Windows, Linux, and Mac OS X), and it can be run on a local machine, such as your computer, or even over the Web, using RStudio Server. With RStudio Server, you can connect a browser-based interface (the RStudio IDE) to a version of R running on a remote Linux server.

RStudio allows you to integrate several useful functionalities, in particular if you use R for a more complex project. The way the software interface is organized allows you to keep an eye on the different activities you very often deal with in R, such as working on different scripts, overviewing the installed packages, as well as having easy access to the help pages and the plots generated. This last feature is particularly interesting for ggplot2 since in RStudio, you will be able to easily access the history of the plots created instead of visualizing only the last created plot, as is the case in the default R GUI. One other very useful feature of RStudio is code completion. You can, in fact, start typing a comment, and upon pressing the Tab key, the interface will provide you with functions matching what you have written. This feature will turn out to be very useful in ggplot2, so you will not necessarily need to remember all the functions and you will also have guidance for the arguments of the functions as well.

In Figure 1.1, you can see a screenshot from the current version of RStudio (v 0.98.1091):

![Figure 1.1: This is a screenshot of RStudio on Windows 8](image)
The environment is composed of four different areas:

- **Scripting area**: In this area you can open, create, and write the scripts.
- **Console area**: This area is the actual R console in which the commands are executed. It is possible to type commands directly here in the console or write them in a script and then run them on the console (I would recommend the last option).
- **Workspace/History area**: In this area, you can find a practical summary of all the objects created in the workspace in which you are working and the history of the typed commands.
- **Visualization area**: Here, you can easily load packages, open R help files, and, even more importantly, visualize plots.

The RStudio website provides a lot of material on how to use the program, such as manuals, tutorials, and videos, so if you are interested, refer to the website for more details.

**Eclipse and StatET**

**Eclipse** ([http://www.eclipse.org/](http://www.eclipse.org/)) is a very powerful IDE that was mainly developed in Java and initially intended for Java programming. Subsequently, several extension packages were also developed to optimize the programming environment for other programming languages, such as C++ and Python. Thanks to its original objective of being a tool for advanced programming, this IDE is particularly intended to deal with very complex programming projects, for instance, if you are working on a big project folder with many different scripts. In these circumstances, Eclipse could help you to keep your programming scripts in order and have easy access to them. One drawback of such a development environment is probably its big size (around 200 MB) and a slightly slow-starting environment.

Eclipse does not support interaction with R natively, so in order to be able to write your code and execute it directly in the R console, you need to add **StatET** to your basic Eclipse installation. **StatET** ([http://www.walware.de/goto/statet](http://www.walware.de/goto/statet)) is a plugin for the Eclipse IDE, and it offers a set of tools for R coding and package building. More detailed information on how to install Eclipse and StatET and how to configure the connections between R and Eclipse/StatET can be found on the websites of the related projects.
Emacs and ESS

Emacs (http://www.gnu.org/software/emacs/) is a customizable text editor and is very popular, particularly in the Linux environment. Although this text editor appears with a very simple GUI, it is an extremely powerful environment, particularly thanks to the numerous keyboard shortcuts that allow interaction with the environment in a very efficient manner after getting some practice. Also, if the user interface of a typical IDE, such as RStudio, is more sophisticated and advanced, Emacs may be useful if you need to work with R on systems with a poor graphical interface, such as servers and terminal windows. Like Eclipse, Emacs does not support interfacing with R by default, so you will need to install an add-on package on your Emacs that will enable such a connection, Emacs Speaks Statistics (ESS). ESS (http://ess.r-project.org/) is designed to support the editing of scripts and interacting with various statistical analysis programs including R. The objective of the ESS project is to provide efficient text editor support to statistical software, which in some cases comes with a more or less defined GUI, but for which the real power of the language is only accessible through the original scripting language.

The plotting environments in R

R provides a complete series of options to realize graphics, which makes it quite advanced with regard to data visualization. Along the next few sections of this chapter, we will go through the most important R packages for data visualization by quickly discussing some high-level differences and analogies. If you already have some experience with other R packages for data visualization, in particular graphics or lattice, the following sections will provide you with some references and examples of how the code used in such packages appears in comparison with that used in ggplot2. Moreover, you will also have an idea of the typical layout of the plots created with a certain package, so you will be able to identify the tool used to realize the plots you will come across.

The core of graphics visualization in R is within the grDevices package, which provides the basic structure of data plotting, such as the colors and fonts used in the plots. Such a graphic engine was then used as the starting point in the development of more advanced and sophisticated packages for data visualization, the most commonly used being graphics and grid.

The graphics package is often referred to as the base or traditional graphics environment since, historically, it was the first package for data visualization available in R, and it provides functions that allow the generation of complete plots.
The grid package, on the other hand, provides an alternative set of graphics tools. This package does not directly provide functions that generate complete plots, so it is not frequently used directly to generate graphics, but it is used in the development of advanced data visualization packages. Among the grid-based packages, the most widely used are lattice and ggplot2, although they are built by implementing different visualization approaches—Trellis plots in the case of lattice and the grammar of graphics in the case of ggplot2. We will describe these principles in more detail in the coming sections. A diagram representing the connections between the tools just mentioned is shown in Figure 1.2. Just keep in mind that this is not a complete overview of the packages available but simply a small snapshot of the packages we will discuss. Many other packages are built on top of the tools just mentioned, but in the following sections, we will focus on the most relevant packages used in data visualization, namely graphics, lattice, and, of course, ggplot2. If you would like to get a more complete overview of the graphics tools available in R, you can have a look at the web page of the R project summarizing such tools, http://cran.r-project.org/web/views/Graphics.html.

In order to see some examples of plots in graphics, lattice and ggplot2, we will go through a few examples of different plots over the following pages. The objective of providing these examples is not to do an exhaustive comparison of the three packages but simply to provide you with a simple comparison of how the different codes as well as the default plot layouts appear for these different plotting tools. For these examples, we will use the Orange dataset available in R; to load it in the workspace, simply write the following code:

```
> data(Orange)
```
This dataset contains records of the growth of orange trees. You can have a look at the data by recalling its first lines with the following code:

```r
> head(Orange)
```

You will see that the dataset contains three columns. The first one, `Tree`, is an ID number indicating the tree on which the measurement was taken, while `age` and `circumference` refer to the age in days and the size of the tree in millimeters, respectively. If you want to have more information about this data, you can have a look at the help page of the dataset by typing the following code:

```r
?Orange
```

Here, you will find the reference of the data as well as a more detailed description of the variables included.

### Standard graphics and grid-based graphics

The existence of these two different graphics environments brings these questions to most users' minds—which package to use and under which circumstances? For simple and basic plots, where the data simply needs to be represented in a standard plot type (such as a scatter plot, histogram, or boxplot) without any additional manipulation, then all the plotting environments are fairly equivalent. In fact, it would probably be possible to produce the same type of plot with `graphics` as well as with `lattice` or `ggplot2`. Nevertheless, in general, the default graphic output of `ggplot2` or `lattice` will be most likely superior compared to `graphics` since both these packages are designed considering the principles of human perception deeply and to make the evaluation of data contained in plots easier.

When more complex data should be analyzed, then the grid-based packages, `lattice` and `ggplot2`, present a more sophisticated support in the analysis of multivariate data. On the other hand, these tools require greater effort to become proficient because of their flexibility and advanced functionalities. In both cases, `lattice` and `ggplot2`, the package provides a full set of tools for data visualization, so you will not need to use `grid` directly in most cases, but you will be able to do all your work directly with one of those packages.
Graphics in R

Graphics and standard plots

The graphics package was originally developed based on the experience of the graphics environment in R. The approach implemented in this package is based on the principle of the pen-on-paper model, where the plot is drawn in the first function call and once content is added, it cannot be deleted or modified.

In general, the functions available in this package can be divided into high-level and low-level functions. High-level functions are functions capable of drawing the actual plot, while low-level functions are functions used to add content to a graph that was already created with a high-level function.

Downloading the example code
You can download the example code files from your account at http://www.packtpub.com for all the Packt Publishing books you have purchased. If you purchased this book elsewhere, you can visit http://www.packtpub.com/support and register to have the files e-mailed directly to you.

Let's assume that we would like to have a look at how age is related to the circumference of the trees in our dataset Orange; we could simply plot the data on a scatter plot using the high-level function plot() as shown in the following code:

```r
plot(age~circumference, data=Orange)
```

This code creates the graph in Figure 1.3. As you would have noticed, we obtained the graph directly with a call to a function that contains the variables to plot in the form of y~x, and the dataset to locate them. As an alternative, instead of using a formula expression, you can use a direct reference to x and y, using code in the form of `plot(x, y)`. In this case, you will have to use a direct reference to the data instead of using the data argument of the function. Type in the following code:

```r
plot(Orange$circumference, Orange$age)
```
The preceding code results in the following output:

For the time being, we are not interested in the plot's details, such as the title or the axis, but we will simply focus on how to add elements to the plot we just created. For instance, if we want to include a regression line as well as a smooth line to have an idea of the relation between the data, we should use a low-level function to add the just-created additional lines to the plot; this is done with the `lines()` function:

```r
plot(age~circumference, data=Orange) # Create basic plot
abline(lm(Orange$age~Orange$circumference), col="blue")
lines(loess.smooth(Orange$circumference,Orange$age), col="red")
```
The graph generated as the output of this code is shown in Figure 1.4:

![Figure 1.4: This is a scatterplot of the Orange data with a regression line (in blue) and a smooth line (in red) realized with graphics](image)

As illustrated, with this package, we have built a graph by first calling one function, which draws the main plot frame, and then additional elements were included using other functions. With graphics, only additional elements can be included in the graph without changing the overall plot frame defined by the `plot()` function. This ability to add several graphical elements together to create a complex plot is one of the fundamental elements of R, and you will notice how all the different graphical packages rely on this principle. If you are interested in getting other code examples of plots in graphics, there is also some demo code available in R for this package, and it can be visualized with `demo(graphics)`.

In the coming sections, you will find a quick reference to how you can generate a similar plot using `ggplot2`. As will be described in more detail later on, in `ggplot2`, there are two main functions to realize plots, `ggplot()` and `qplot()`. The function `qplot()` is a wrapper function that is designed to easily create basic plots with `ggplot2`, and it has a similar code to the `plot()` function of graphics. Due to its simplicity, this function is the easiest way to start working with `ggplot2`, so we will use this function in the examples in the following sections. The code in these sections also uses our example dataset `Orange`; in this way, you can run the code directly on your console and see the resulting output.
Scatterplots with individual data points

To generate the plot generated using `graphics`, use the following code:

```r
plot(age~circumference, data=Orange)
```

The preceding code results in the following output:

To generate the plot using `ggplot2`, use the following code:

```r
qplot(circumference, age, data=Orange)
```
The preceding code results in the following output:
Scatterplots with the line of one tree

To generate the plot using graphics, use the following code:

```r
plot(age~circumference, data=Orange[Orange$Tree==1,], type="l")
```

The preceding code results in the following output:
To generate the plot using `ggplot2`, use the following code:

```r
qplot(circumference, age, data=Orange[Orange$Tree==1,], geom="line")
```

The preceding code results in the following output:
Scatterplots with the line and points of one tree

To generate the plot using `graphics`, use the following code:

```r
plot(age ~ circumference, data = Orange[Orange$Tree == 1, ], type = "b")
```

The preceding code results in the following output:
To generate the plot using `ggplot2`, use the following code:

```r
qplot(circumference, age, data=Orange[Orange$Tree==1,], geom=c("line","point"))
```

The preceding code results in the following output:
Boxplots of the orange dataset

To generate the plot using `graphics`, use the following code:

```
boxplot(circumference~Tree, data=Orange)
```

The preceding code results in the following output:
To generate the plot using ggplot2, use the following code:

```r
qplot(Tree, circumference, data=Orange, geom="boxplot")
```

The preceding code results in the following output:
Boxplots with individual observations

To generate the plot using graphics, use the following code:

```r
boxplot(circumference~Tree, data=Orange)
points(circumference~Tree, data=Orange)
```

The preceding code results in the following output:
To generate the plot using `ggplot2`, use the following code:

```r
qplot(Tree, circumference, data=Orange, geom=c("boxplot","point"))
```

The preceding code results in the following output:
Histories of the orange dataset
To generate the plot using graphics, use the following code:

\texttt{hist(Orange$circumference)}

The preceding code results in the following output:
To generate the plot using ggplot2, use the following code:

```r
qplot(circumference, data=Orange, geom="histogram")
```

The preceding code results in the following output:
Histograms with the reference line at the median value in red

To generate the plot using `graphics`, use the following code:

```r
hist(Orange$circumference)
abline(v=median(Orange$circumference), col="red")
```

The preceding code results in the following output:
To generate the plot using `ggplot2`, use the following code:

```r
ggplot(data = Orange, aes(x = circumference)) + geom_histogram() + geom_vline(aes(xintercept = median(Orange$circumference)), colour = "red")
```

The preceding code results in the following output:
Lattice and Trellis plots
Along with graphics, the base R installation also includes the lattice package. This package implements a family of techniques known as Trellis graphics, proposed by William Cleveland to visualize complex datasets with multiple variables. The objective of those design principles was to ensure the accurate and faithful communication of data information. These principles are embedded into the package and are already evident in the default plot design settings. One interesting feature of Trellis plots is the option of multipanel conditioning, which creates multiple plots by splitting the data on the basis of one variable. A similar option is also available in ggplot2, but in that case, it is called faceting.

In lattice, we also have functions that are able to generate a plot with one single call, but once the plot is drawn, it is already final. Consequently, plot details as well as additional elements that need to be included in the graph, need to be specified already within the call to the main function. This is done by including all the specifications in the panel function argument. These specifications can be included directly in the main body of the function or specified in an independent function, which is then called; this last option usually generates more readable code, so this will be the approach used in the following examples. For instance, if we want to draw the same plot we just generated in the previous section with graphics, containing the age and circumference of trees and also the regression and smooth lines, we need to specify such elements within the function call. You may see an example of the code here; remember that lattice needs to be loaded in the workspace:

```r
require(lattice)              ##Load lattice if needed
myPanel <- function(x,y){
  panel.xyplot(x,y)            # Add the observations
  panel.lmline(x,y,col="blue") # Add the regression
  panel.loess(x,y,col="red")   # Add the smooth line
}
xyplot(age~circumference, data=Orange, panel=myPanel)
```
This code produces the plot in Figure 1.5:

```r
myPanel <- function(x,y){
  panel.xyplot(x,y, type="b") # the observations
}

xyplot(age~circumference | Tree, data=Orange, panel=myPanel)
```

Figure 1.5: This is a scatter plot of the Orange data with the regression line (in blue) and the smooth line (in red) realized with lattice.

As you would have noticed, taking aside the code differences, the plot generated does not look very different from the one obtained with graphics. This is because we are not using any special visualization feature of lattice. As mentioned earlier, with this package, we have the option of multipanel conditioning, so let's take a look at this. Let's assume that we want to have the same plot but for the different trees in the dataset. Of course, in this case, you would not need the regression or the smooth line, since there will only be one tree in each plot window, but it could be nice to have the different observations connected. This is shown in the following code:
This code generates the graph shown in Figure 1.6:

As illustrated, using the vertical bar |, we are able to obtain the plot conditional to the value of the variable Tree. In the upper part of the panels, you would notice the reference to the value of the conditional variable, which, in this case, is the column Tree. As mentioned before, 

In the next section, You would find a quick reference to how to convert a typical plot type from lattice to ggplot2. In this case, the examples are adapted to the typical plotting style of the lattice plots.
Scatterplots with individual observations

To plot the graph using `lattice`, use the following code:

```r
xyplot(age~circumference, data=Orange)
```

The preceding code results in the following output:
To plot the graph using ggplot2, use the following code:

```r
qplot(circumference, age, data=Orange)
```

The preceding code results in the following output:
Scatterplots of the orange dataset with faceting

To plot the graph using lattice, use the following code:

\texttt{xyplot(age\-circumference|Tree, data=Orange)}

The preceding code results in the following output:
To plot the graph using `ggplot2`, use the following code:

```r
qplot(circumference, age, data=Orange, facets=~Tree)
```

The preceding code results in the following output:
Faceting scatterplots with line and points

To plot the graph using lattice, use the following code:

\texttt{xyplot(age\_circumference|Tree, data=Orange, type="b")}

The preceding code results in the following output:
To plot the graph using ggplot2, use the following code:

```r
qplot(circumference, age, data=Orange, geom=c("line","point"), facets=~Tree)
```

The preceding code results in the following output:
Scatterplots with grouping data
To plot the graph using lattice, use the following code:

```r
xyplot(age~circumference, data=Orange, groups=Tree, type="b")
```

The preceding code results in the following output:
To plot the graph using ggplot2, use the following code:

```r
qplot(circumference, age, data=Orange, color=Tree,
     geom=c("line","point"))
```

The preceding code results in the following output:
Boxplots of the orange dataset

To plot the graph using `lattice`, use the following code:

```r
bwplot(circumference~Tree, data=Orange)
```

The preceding code results in the following output:
To plot the graph using ggplot2, use the following code:

```r
ggplot(Orange, aes(x=Tree, y=circumference)) + geom_boxplot()
```

The preceding code results in the following output:
Histograms of the orange dataset

To plot the graph using \texttt{lattice}, use the following code:

\begin{verbatim}
histogram(Orange$circumference, type = "count")
\end{verbatim}
To plot the graph using ggplot2, use the following code:

```
qplot(circumference, data=Orange, geom="histogram")
```

The preceding code results in the following output:
Histograms with the reference line at the median value in red

To plot the graph using lattice, use the following code:

```r
histogram(~circumference, data=Orange, type = "count",
panel=function(x,...){panel.histogram(x,
...);panel.abline(v=median(x), col="red")})
```

The preceding code results in the following output:
To plot the graph using ggplot2, use the following code:

```r
qplot(circumference, data=Orange, geom="histogram") + geom_vline(xintercept = median(Orange$circumference), colour="red")
```

The preceding code results in the following output:
ggplot2 and the grammar of graphics

The ggplot2 package was developed by Hadley Wickham by implementing a completely different approach to statistical plots. As is the case with lattice, this package is also based on grid, providing a series of high-level functions that allow the creation of complete plots. The ggplot2 package provides an interpretation and extension of the principles of the book *The Grammar of Graphics* by Leland Wilkinson. Briefly, *The Grammar of Graphics* assumes that a statistical graphic is a mapping of data to the aesthetic attributes and geometric objects used to represent data, such as points, lines, bars, and so on. Besides the aesthetic attributes, the plot can also contain statistical transformation or grouping of data. As in lattice, in ggplot2, we have the possibility of splitting data by a certain variable, obtaining a representation of each subset of data in an independent subplot; such representation in ggplot2 is called faceting.

In a more formal way, the main components of the grammar of graphics are the data and its mapping, aesthetics, geometric objects, statistical transformations, scales, coordinates, and faceting. We will cover each one of these elements in more detail in *Chapter 3, The Layers and Grammar of Graphics*, but for now, consider these general principles:

- The data that must be visualized is mapped to **aesthetic attributes**, which define how the data should be perceived.
- **Geometric objects** describe what is actually displayed on the plot, such as lines, points, or bars; the geometric objects basically define which kind of plot you are going to draw.
- **Statistical transformations** are applied to the data to group them; examples of statistical transformations would be the smooth line or the regression lines of the previous examples or the binning of the histograms.
- **Scales** represent the connection between the aesthetic spaces and the actual values that should be represented. Scales may also be used to draw legends.
- **Coordinates** represent the coordinate system in which the data is drawn.
- **Faceting**, which we have already mentioned, is the grouping of data in subsets defined by a value of one variable.

In ggplot2, there are two main high-level functions capable of directly creating a plot, `qplot()`, and `ggplot(); qplot()` stands for quick plot, and it is a simple function that serves a purpose similar to that served by the `plot()` function in graphics. The `ggplot()` function, on the other hand, is a much more advanced function that allows the user to have more control of the plot layout and details. In our journey into the world of ggplot2, we will see some examples of `gplot()`, in particular when we go through the different kinds of graphs, but we will dig a lot deeper into `ggplot()` since this last function is more suited to advanced examples.
If you have a look at the different forums based on R programming, there is quite a bit of discussion as to which of these two functions would be more convenient to use. My general recommendation would be that it depends on the type of graph you are drawing more frequently. For simple and standard plots, where only the data should be represented and only the minor modification of standard layouts are required, the `qplot()` function will do the job. On the other hand, if you need to apply particular transformations to the data or if you would just like to keep the freedom of controlling and defining the different details of the plot layout, I would recommend that you focus on `ggplot()`. As you will see, the code between these functions is not completely different since they are both based on the same underlying philosophy, but the way in which the options are set is quite different, so if you want to adapt a plot from one function to the other, you will essentially need to rewrite your code. If you just want to focus on learning only one of them, I would definitely recommend that you learn `ggplot()`.

In the following code, you will see an example of a plot realized with `ggplot2`, where you can identify some of the components of the grammar of graphics. The example is realized with the `ggplot()` function, which allows a more direct comparison with the grammar of graphics, but coming just after the following code, you could also find the corresponding `qplot()` code useful. Both codes generate the graph depicted in Figure 1.7:

```r
require(ggplot2)                             ## Load ggplot2
data(Orange)                                 ## Load the data

ggplot(data=Orange,                          ## Data used
   aes(x=circumference,y=age, color=Tree))+   ## Aesthetic
  geom_point()+                                ## Geometry
  stat_smooth(method="lm",se=FALSE)            ## Statistics

### Corresponding code with qplot()
qplot(circumference,age,data=Orange,         ## Data used
   color=Tree,                                 ## Aesthetic mapping
   geom=c("point","smooth"),method="lm",se=FALSE)
```

---
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This simple example can give you an idea of the role of each portion of code in a ggplot2 graph; you have seen how the main function body creates the connection between the data and the aesthetics we are interested to represent and how, on top of this, you add the components of the plot, as in this case, we added the geometry element of points and the statistical element of regression. You can also notice how the components that need to be added to the main function call are included using the + sign. One more thing worth mentioning at this point is that if you run just the main body function in the ggplot() function, you will get an error message. This is because this call is not able to generate an actual plot. The step during which the plot is actually created is when you include the geometric attribute, which, in this case is geom_point(). This is perfectly in line with the grammar of graphics since, as we have seen, the geometry represents the actual connection between the data and what is represented on the plot. This is the stage where we specify that the data should be represented as points; before that, nothing was specified about which plot we were interested in drawing.

Figure 1.7: This is an example of plotting the Orange dataset with ggplot2
Further reading

- *Lattice: Multivariate Data Visualization with R (Use R!)*, D. Sarkar, Springer

Summary

In this chapter, we set up your installation of R and made sure that you are ready to start creating the ggplot2 plots. You saw the different packages available to realize plots in R and their history and relations. The graphics package is the first package that was developed in R; it represents a simple and effective tool to realize plots. Subsequently, the grid package was introduced with more advanced control of the plot elements as well as more advanced graphics functionalities. Several packages were then built on top of grid, in particular lattice and ggplot2, providing high-level functions for advanced data representation. In the next chapter, we will explore some important plot types that can be realized with ggplot2. You will also be introduced to faceting.
Where to buy this book

You can buy *ggplot2 Essentials* from the Packt Publishing website.

Alternatively, you can buy the book from Amazon, BN.com, Computer Manuals and most internet book retailers.

[Click here](#) for ordering and shipping details.