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Selenium Design Patterns and Best Practices

*Selenium Design Patterns and Best Practices* will help you write better tests!

It does not matter whether you are writing a Selenium WebDriver test to test your website or shell scripts to test the HTTP API of the backend services of your multibillion dollar enterprise application. This book is not purely theoretical work, but comes from years of experience of the author and his colleagues. A lot of the practices and ideas written in this book did not appear as soon as we started to test the software. Instead, they came from years of mistakes, frustrations, and slow but continuous improvement. We do not believe that the examples and topics described in this book are definitive and static solutions to every single problem that you may encounter in your career. Instead, this book shows you some very generic solutions to very common problems that we, an ever-growing community of automated software testers, have encountered. We hope that this book will not only provide quick fixes to the problem(s) you may encounter, but will also empower you to solve more and more complex problems in your career by showing you some very simple improvement techniques.

**What This Book Covers**

*Chapter 1, Writing the First Test*, will guide us through the process of writing a simple Selenium test and converting it to a programming language.

*Chapter 2, The Spaghetti Pattern*, will help us write our second test that will completely depend on the test we wrote in the first chapter. We will understand why having tests that completely depend on each other is a bad practice.

*Chapter 3, Refactoring Tests*, will fix some of the pitfalls and common mistakes we encountered so far. This chapter will concentrate on the introduction of good computer programming practices such as code reuse.

*Chapter 4, Data-driven Testing*, will guide us through making some initial improvements to your test suite, and it will eventually prepare us to examine one of the most difficult problems in software testing: test data.

*Chapter 5, Stabilizing the Tests*, will help us understand that writing tests alone is not enough. We will dedicate this chapter to making our test bug free and resistant to random instabilities in the test environment.

*Chapter 6, Testing the Behavior*, will help you discover why testing the application in its current iteration becomes unmaintainable in the long run. Instead, we will start testing the desired behavior of the application, not the implementation.

For More Information:

Chapter 7, *The Page Objects Pattern*, covers one of the most undervalued and misunderstood topics when it comes to User Interface testing, that is, Page Objects. In this chapter, we will create a working Page Object testing framework and demonstrate how the tests can keep up with the new feature development cycle.

Chapter 8, *Growing the Test Suite*, will conclude this book with some basic tips on how to prioritize the growth of the test suite. Along the way, we will discuss how to keep our test stable and relevant to the whole team, no matter how often or big the changes are to the application being tested.

Appendix, *Getting Started with Selenium*, covers the initial setup of the user's computer. We will learn how to use the Command Line Interface terminal on Windows, Mac OSX, and Linux. We will install the Ruby programming language and Selenium WebDriver Ruby gem, followed by installation of the Firefox web browser. It concludes by explaining the test file and class nomenclature so that individuals new to the Ruby programming language can easily follow along with the tests.

For More Information:
Writing the First Test

"Self-education is, I firmly believe, the only kind of education there is."

- Isaac Asimov

In this book, we will simulate my personal experience of testing e-commerce systems. We will start by writing a very simple and crude test case, and we will refactor it and grow it into a stable and reliable test suite. A web store example might not apply to everyone’s job, but the examples provided should be general enough to apply to any situation.

Today is our first day on the job; you and I are the sole members of the newly formed Quality Assurance team for the little start-up that sells Valentine’s Day cards. It’s a small company and the pay is not the greatest; however, just like any small start up, we get some company stock. This means that we can be very rich and famous if the website becomes popular. The website needs to stay operational and bug free, or our customers will never return and I will not be able to purchase that yacht I always wanted.

We know that we are short-staffed and need some automated tests to keep the quality high. However, first we need to convince the owner of the company that test automation is the right direction, instead of just testing everything by hand. We need to provide a cost-effective way to test the website and get quick results!

In this chapter, we will make an argument for using Selenium as our automation tool of choice and write a simple test to show how fast we can start building new tests. We will discuss the following topics along the way:

- Why you should use Selenium over other tools
- The Record and Playback pattern
- The Selenium IDE
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Choosing Selenium over other tools

There are several reasons to use Selenium over other test automation tools out there:

- It is the right tool for the right job
- It is free of cost
- It is open source
- It is highly flexible

Right tool for the right job

Selenium is a great tool for testing web applications and interacting with the application like a real user would. It uses a real browser to click, type, and fill out forms. It is as close to a human user as you can get. It's the perfect tool for testing the flow of the web application from start to finish.

Price

Nothing can beat the free price tag! While there are other commercial products that have more advanced features available for purchase, they tend to run into tens of thousands of dollars per license. Selenium is so cheap that you will be able to finish this book and build a whole test suite without spending another dollar.

As old anti-proverb states: there is no free lunch, but there is always more cheese in the mousetrap. A free tool does not mean that the tests will write themselves for free; there will always be expenditure on someone’s time. By following good practices, we will not be able to eliminate this cost but will try to reduce it as much as possible in the long run.
Open source
Selenium is Open source software (OSS), but this means more than "it is free". As with other OSS, with Selenium, you don't just get the product but you get a whole community; you become part of the family. The majority of Selenium developers cannot wait to help someone who is in need, or to share some really great workaround for a difficult problem they ran into. This sure beats paying for expensive and underwhelming technical support you get with a commercial product.

Flexibility
Selenium is incredibly flexible; because it is Java-based, you can run it on most operating systems or browsers. You can even use it to test iOS and Android browsers. On top of that, you can run it in "headless mode" with an emulation browser, or set up a grid to increase your capacity, but we will cover more on these topics later in the book.

The Record and Playback pattern
Let's start with the very first test development pattern: the Record and Playback pattern. This is the starting point with majority of Selenium and other automated user interface testing tools. The idea behind this approach of test development is to allow the user to record their normal testing activities and play them back through the testing tool at a later date.

Advantages of the Record and Playback pattern
Having a tool record our interaction with the application has several advantages; chief among them is the speed at which we can grow our test suite. Let's take a look at individual advantages:

- **Fast test growth**: This is the biggest selling point in most commercial tools available. A user is able to record new individual tests as fast as he or she can click on links. A large test suite can be created in hours instead of weeks.
- **No previous experience**: It does not require any experience with programming language, just click on the record button and click around. Let the tool write the actual test code.
- **Element lookup**: It is incredibly easy and useful, and there is no need to look at the page source to find the button by hand. Just click on record, click on the desired button, and the element location is recorded in the test for you.
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Disadvantages of the Record and Playback pattern

The commercial testing tools will give you a very large list of great features, which may sound too good to be true. In actuality, these features probably are too good to be true; every recording tool has these and many more disadvantages:

- **Bad locators**: These are a common problem with recording tools. Often a tool will record the absolute path to an element. If the desired button shifts left or right on the page, the playback of the test might fail even though the application works perfectly fine.

- **Inflexible tests**: These are the only output from recording tools. Since the playback is identical to the recording process, the final result is an identical copy of the recording. However, what if a test needs to register a new unique user for each run? To accommodate this task, it often takes more time than to write the test by hand in a programming language.

- **Hardcoded test data**: It is a big problem if your tests need to be flexible and use different data depending on the environment. We will discuss test data in Chapter 4, Data-driven Testing.

- **Poorly written tests**: Just like many WYSWYG tools available for writing code, the task of creating something is simple. However, the maintenance becomes incredibly difficult, as variable names and method names might be poorly named or strangely nested within each other.

*What You See (is) What You Get* (WYSWYG) is a name for tools that allow users to quickly mock up an application interface. Using the final product of a WYSWYG tool in production is generally considered a bad idea and should be avoided.

- **Duplicate code**: It is one of the examples of poorly written tests. Most recording tools are not intelligent enough to detect duplicate steps and will not reuse existing code. See the The DRY testing pattern section in Chapter 3, Refactoring Tests.

Getting started with the Selenium IDE

Now, let's get our hands dirty! We will be playing with Selenium Interactive Development Environment (Selenium IDE or simply IDE) in this section. IDE is one of the greatest starting points for the Selenium project. It allows someone who has never programmed in his or her life to record a useful test in a matter of minutes and start adding new tests to the test suite in no time.
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Installing the Selenium IDE

Selenium IDE is a browser plugin that only works in Firefox browser. It is easy to install and integrates well with the functionality of the browser. Use these easy-to-follow steps to install the IDE in the browser:

1. In your Firefox browser, navigate to the Selenium website at http://seleniumhq.org:

2. Click on the Download Selenium link on the home page shown:

For More Information:
3. In the Selenium IDE section on the Download page, click on the link for the latest released version, as shown here:
4. Allow Selenium to be installed on your computer by clicking on **Allow** on the following permission dialog:

![Allow dialog](image1.png)

5. The following dialog will show you all of the Selenium IDE components that will be installed on your browser. Click on **Install Now** when it becomes clickable after several seconds. The installation dialog is shown in the following screenshot:

![Install dialog](image2.png)
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6. Restart Firefox.
   Now that the plugins have been installed, you should see a little icon in the browser:

![Firefox Icon](image)

7. Clicking on that button will reveal the Selenium IDE window, as shown in the following screenshot:

![Selenium IDE Window](image)

We are now ready to go!
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Recording our first test

Just like many commercial testing tools, the Selenium IDE supports the Record-Playback style of writing tests. The IDE monitors your browser and notes down any actions that you perform. By compiling a list of actions, a test slowly emerges. Let's start recording our first test by following these steps:

1. Open the Selenium IDE in the Firefox browser and make sure the recording mode is on, as shown in following screenshot:

![Recording Indicator](image)

Note that the recording indicator is a little difficult to read since it does not change color when on or off. The main difference is a slightly light gray square around the button when it's on. This is one of several major drawbacks of Selenium IDE.

2. In a new tab, navigate to http://awful-valentine.com, as shown in the following screenshot:

![Awful Valentine Website](image)
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3. Click on the search text field and type in cheese in the search bar and click on the submit button. The following screenshot shows the search box and the submit button:

As we are performing these actions, the IDE is recording all of them in the background. We can inspect all of the recorded actions in the IDE window, as shown in the following screenshot:
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Let's walk through the table inside the IDE window to get a better understanding of each item.

The table has three columns in it:

- The first column is **Command**. This is where the action of the command is defined, such as a click or type.
- The second column is **Target**, where the command will be performed.
- Finally, the third column is **Value**. This section is only used when the target element, such as a text field, needs some text inserted into it.

We have our simple script now; let's save it so we can reuse it later.
Writing the First Test

Saving the test

Our next step is to save the test run to a file:

1. Click on the File option:

2. Choose Save Test Case.
3. Name the file search_test.html and save it.

Notice that we saved the test as an HTML file. This is because Selenese, the language that the IDE uses to record and playback tests, is just an HTML table. You can even open the search_test.html file in your web browser and see how it looks! In the following screenshot, we have Selenium IDE and the saved test opens side by side for easy comparison:

Right away, you can see that the IDE (on the left) and the saved Selenese output displayed in a web browser (on the right) look extremely similar.

**Understanding Selenium commands**

In this section, we will walk through the saved test from the IDE, which is written in a language called Selenese. We will then compare the Selenese commands to the commands written in a real programming language.

The code and the step-by-step instructions on how to test it on Windows and other operating systems can be found at https://github.com/dimacus/SeleniumBestPracticesBook.
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Reading Selenese

If you ever see the HTML source code of any web page, Selenese will not be a new concept for you. Selenese can simply be described as an HTML table with a table row as a test command. Let's take a closer look at it. Open the `search_test.html` file in your editor of choice. The whole test should look like this:

```html
<xml version="1.0" encoding="UTF-8">
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN" "http://www.w3.org/1999/xhtml" xml:lang="en" lang="en">
<head profile="http://selenium-ide.openqa.org/profiles/test-cease">
<meta http-equiv="Content-Type" content="text/html; charset=UTF-8" />
<link rel="selenium.base" href="http://awful-valentine.com/" />
<title>search_test</title>
</head>
<body>
<table cellpadding="1" cellspacing="1" border="1">
<thead><tr rowspan="1" colspan="3">test1</tr></thead>
<tbody><tr><td>open</td><td>/</td><td></td></tr>
<tr><td>type</td><td>searchinput</td><td>cheese</td></tr>
<tr><td>clickAndWait</td><td>searchsubmit</td><td></td></tr>
</tbody></table>
</body>
</html>
```

We will ignore the first five lines of the code, as it has no practical application for us at this point. On line 6, you will find the following code:

```html
<link rel="selenium.base" href="http://awful-valentine.com/" />
```
The preceding line declares the base domain URL for our tests.

One of the biggest weaknesses in Selenium 1 (RC) is that it was written in JavaScript, which exposes security issues with third-party domains running arbitrary JavaScript code on any website. The security experts implemented strict rules to prevent Cross-Site Scripting (XSS). Thus, Selenium IDE and RC will not be able to test multiple websites in a single test run.

Our next section of interest is the code on lines 14 to 18, where a single table row (tr) contains our first command in three table data (td) sections. Test lines 14 to 18 are shown here:

The first TD matches the Command column in the IDE, and in this case the command is to open a given URL.

The second TD matches the Target column in the IDE and is telling the test to open the root of the base URL from line 6.

You can tweak your test here by adding a direct link to a page you want, such as /index.html or /register. This will allow you to go directly to the page you wish to test.

Comparing Ruby to Selenese

Let's look at the commands we just learned in the IDE and Selenese and how they translate into the Ruby language. In the case of Ruby, we will only look at the key commands and how they translate from Selenese into Ruby. The goal of this exercise is to take away some of the intimidation factor of moving to a programming language for someone who may never have seen software code before.
Writing the First Test

To start, let's look back at the HTML table that is the Selenese output:

```
<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>search_test</td>
<td>←</td>
</tr>
<tr>
<td>open</td>
<td>/</td>
</tr>
<tr>
<td>type</td>
<td>id=searchinput</td>
</tr>
<tr>
<td>clickAndWait</td>
<td>id=searchsubmit</td>
</tr>
</tbody>
</table>
```

The first line in this table is the name of the test, which happens to be `search_test`.

The second item, shown in the preceding screenshot is the open command to the root (`/`) of the base domain URL. So, the browser will navigate to this exact address `http://awful-valentine.com/`.

Downloading the example code
You can download the example code files for all Packt books you have purchased from your account at http://www.packtpub.com. If you purchased this book elsewhere, you can visit http://www.packtpub.com/support and register to have the files e-mailed directly to you.

In Ruby, the `open` command translates into a very straightforward `get` method call. The code looks like this:

```
selenium.get("http://awful-valentine.com/")
```

Note that we didn't have to use base URL like we did with Selenese. WebDriver talks directly to the web browser, not through JavaScript; this eliminates XSS limitations, and you can test as many websites as you want in a single test run.
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Once the browser navigates to the website we want, it needs to locate the search field and input the search term. In the search_test table, it is in the third line:

```
<table>
<thead>
<tr>
<th>search_test</th>
</tr>
</thead>
<tbody>
<tr>
<td>open</td>
</tr>
<tr>
<td>type</td>
</tr>
<tr>
<td>id=searchInput cheese</td>
</tr>
<tr>
<td>clickAndWait id=searchSubmit</td>
</tr>
</tbody>
</table>
```

Since this is a complex multistep action, let's break it down into smaller chunks:

1. Find the text field element with the help of the `find_element` method by passing it the HTML ID of the text field (searchInput), and then store the element in the element variable:
   ```python
element = selenium.find_element(:id, "searchInput")
```

2. Once the text field is located and stored in the `element` variable, we will type the cheese string into it by using the `send_keys` method:
   ```python
element.send_keys("cheese")
```

3. We have now typed the text we wanted into the search bar. We used the `element` variable to store the reference to the text field, and then applied some typing action on that variable.

4. We can use **method chaining** to get the same result in a more condensed version; the search and type text action would look like the following code with method chaining:
   ```python
   selenium.find_element(:id, "searchInput").send_keys("cheese")
   ```

   Method chaining is a common type of syntax that allows the programmer to invoke multiple method calls without using intermittent variables. Each method call in the chain returns an object that answers to the next method call in the chain. We will go deeper into object-oriented programming in the *The Page Objects pattern* section of *Chapter 7, The Page Objects Pattern*.

For More Information:
The last action our test performs is clicking on the search submit button. In the Selenese table, it is the fourth row of our test:

<table>
<thead>
<tr>
<th>search_test</th>
<th>open</th>
<th>type</th>
<th>clickAndWait</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>/</td>
<td>id</td>
<td>id=searchsubmit</td>
</tr>
</tbody>
</table>

5. Using method chaining as before, we will find the submit button and send a click command to it:

```ruby
selenium.find_element(:id, "searchsubmit").click
```

The `clickAndWait` command translates to a simple `click` method call in Ruby.

Notice that with Selenium WebDriver, the `wait for page to load` part of the `clickAndWait` command is implicit. As of Selenium 2, when navigating from page to page, Selenium will automatically wait for the new page to finish loading. This, however, does not apply for any AJAX requests to finish. We will discuss AJAX waits in Chapter 5, *Stabilizing the Tests*.

### Comparing Selenium commands in multiple languages

Translating recorded tests from IDE into Ruby is rather simple, and we can get started even if we do not have any previous programming experience; learning as we go works just fine. The most exciting part is that these commands are even easier to translate from Ruby to any other programming language. Here are a couple of examples of the usage of the `sendKeys()` method that we used in the preceding example:

<table>
<thead>
<tr>
<th>Language</th>
<th>Command</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ruby</td>
<td><code>element.sendKeys(&quot;cheese&quot;);</code></td>
</tr>
<tr>
<td>Java</td>
<td><code>element.sendKeys(&quot;cheese&quot;);</code></td>
</tr>
<tr>
<td>C-Sharp</td>
<td><code>element.SendKeys(&quot;cheese&quot;);</code></td>
</tr>
<tr>
<td>Python</td>
<td><code>element.sendKeys(&quot;cheese&quot;);</code></td>
</tr>
<tr>
<td>JavaScript</td>
<td><code>element.sendKeys(&quot;cheese&quot;);</code></td>
</tr>
</tbody>
</table>

For More Information:

The consistency of the WebDriver API makes it incredibly easy to port your knowledge of the test from one language to another. This is great news for you, the test engineer, because you become more valuable to your company. You can be dropped in on any web project, written in any programming language, and start writing tests right away! Information and examples of different WebDriver commands in any programming language can be found at [http://docs.seleniumhq.org/docs/](http://docs.seleniumhq.org/docs/).

The preceding example is slightly oversimplified. The action commands are written in the same format from programming language to programming language. However, writing code in different kinds of languages, such as compiled VS interpreted, will have their own idioms and best practices. Some actions that work well in Ruby would be wasteful and counterintuitive in Java.

**Writing a Selenium test in Ruby**

In this section, we will implement our test case completely in Ruby. Writing a test in a new language can be intimidating, but don't despair because we will walk through and talk about every command we use. This book will not make you a great Ruby developer, but it will get you comfortable enough to write tests on your own!

At this point, it is assumed that you already have Ruby and the selenium-webdriver gem installed on your computer. Please refer to Appendix, Getting Started with Selenium, for step-by-step installation instructions.

Our fully ported test into Ruby looks like this:

```ruby
require 'rubygems'
require 'selenium-webdriver'

selenium = Selenium::WebDriver.for(:firefox)
selenium.get("http://awful-valentine.com/")
selenium.find_element(:id, "searchinput").clear
selenium.find_element(:id, "searchinput").send_keys("cheese")
selenium.find_element(:id, "searchsubmit").click
selenium.quit
```

As you can see, there are only a couple of new lines that we didn't see before. The first two lines are `require 'rubygems'` and `require 'selenium-webdriver'`, which tell the Ruby interpreter that we want to use some gems; specifically, we want to the selenium-webdriver gem:

```ruby
selenium = Selenium::WebDriver.for(:firefox)
```
In the preceding line, we request a new instance of the Firefox browser, and store it in the `selenium` variable. From this point on, we will reference back the `selenium` variable anytime we wish to give new directions to Firefox browsers. The code is as follows:

```ruby
selenium.find_element(:id, "searchinput").clear
```

The preceding line clears any previous text from the search field. This is just a good practice anytime you wish to fill out any text field, because you never know what was left over there after some other test.

When writing a Selenium test, it is always a good practice to send a `clear` command into every text field you wish to fill out. Due to the unpredictable nature of JavaScript from browser to browser, the default text might not be cleared before the new desired text is entered by Selenium. By explicitly clearing each field, we avoid test instabilities.

Finally, `selenium.quit` is the final command of our test, which closes the Firefox browser and stops any WebDriver processes we started at the beginning of our test.

Save our test to a file as `search_test.rb`, and then run the following command in the terminal:

```bash
ruby search_test.rb
```

The preceding command assumes that `search_test.rb` is located in the current directory that your terminal is located in. You may need to look up some basic command-line navigation to find the location of your `search_test.rb` file.

After you run this command, you will see a Firefox window open; navigate to your website and search for `cheese`. Congratulations! Our test has been ported from Selenium IDE to Ruby, and we learned some new, fun skills such as simple Ruby commands and command-line navigation in the process!

**Introducing Test::Unit**

Now that we have ported our test into Ruby, you probably noticed that even though our test does some stuff, it actually does not really test anything. Yes, it searches for `cheese` on the website, but it does not actually validate that anything was found or not found. As far as we are concerned, this test is a complete failure, because it not only *doesn’t test anything* useful, but also because it has *no failure* condition—it will always pass.

For More Information:

We could write some checks in our current script to check that the search page returns the results we care about. However, this is a pretty good time to introduce `Test::Unit`. The `Test::Unit` framework is a simple testing framework that comes with Ruby. Testing frameworks allows us to better organize our individual tests and verify that everything on the page looks as expected with built-in methods called assertions.

An assertion is what a test framework uses to confirm that something is a certain way. Assertions need two things to work—an expected outcome and an actual outcome. The expected outcome is defined in the test and the actual outcome is the result from the application when we run the test.

Let’s convert our search test to use the `Test::Unit` framework. We will do this in three steps:

1. Convert the test file into a `CheeseFinderTest` class that inherits functionality from the `Test::Unit` framework.
2. Save the new test as `cheese_finder_test.rb`.
3. Add an assertion to make the test meaningful.

After completing the first step, our test file will look like this:

```ruby
require 'rubygems'
require 'selenium-webdriver'
require 'test/unit'

class CheeseFinderTests < Test::Unit::TestCase
  def test_find_some_cheese
    selenium = Selenium::WebDriver.for(:firefox)
    selenium.get("http://awful-valentine.com/")
    selenium.find_element(:id, "searchinput").clear
    selenium.find_element(:id, "searchinput").send_keys("cheese")
    selenium.find_element(:id, "searchsubmit").click

    selenium.quit
  end
end
```

For More Information:
As you can see, only a couple of lines in our test case actually changed:

- For starters, we pulled in a new `require 'test/unit'` gem on line 3
- Next, we declared a new class on line 5 to be `CheeseFinderTests`
- Finally, we created a new method called `test_find_some_cheese` that has all of our test code

> In the Test::Unit framework, all of the test method names have to start with `test_` or they will be ignored.

- Let's save this to `cheese_finder_test.rb` and run the following command in the terminal:
  ```ruby
code
```

The following screenshot shows the output of the test run. The period (.) character in the middle of output, pointed out by the arrow, represents a single passing test. If a given test fails, you will see an F character in that position:

This is pretty cool, isn't it? We got all of this information about our test by only adding 3 new lines of actual code! As our suite keeps growing, these statistics will continue to change, and the test count should keep going up while failure count should stay down.

However, as we can still see, there are 0 assertions in our test. Let's add some assertions so that we are actually testing something!

### Introducing asserts

Test::Unit comes with many different assertions, and the most commonly used ones are `assert` and `assert_equal` to test whether something is true or two items equal each other, respectively. In this test case, we will be using the `assert` method to check whether the search for `cheese` gives the `No Results Found` message.
A list of all supported assertions can be found at http://ruby-doc.org/stdlib-2.1.0/libdoc/test/unit/rdoc/Test/Unit/Assertions.html.

Let's walk through the individual steps required to add assertions to our tests:

1. To make this assertion work, we will use the find_element method we used previously to find the entry class on the page; the entry DIV will contain all of the search results on the page. The code for this is as follows:
   ```ruby
   selenium.find_element(:class, "entry")
   ```

2. Once we find the entry element, we can use the text method to get the full string seen on the page:
   ```ruby
   selenium.find_element(:class, "entry").text
   ```

3. Finally, we will use the include? method on the returned text string. This Ruby method returns true if the characters we are looking for are present in the string. The code looks something like this:
   ```ruby
   selenium.find_element(:class, "entry").text.include?("No Results Found")
   ```

4. After all of this is set up for the assertion, we can now pass in the result of the word search into an assertion. As long as we keep getting No Results Found, our tests will keep passing. Let's take a look at the final version of our test:

   ```ruby
   class CheeseFinderTests < Test::Unit::TestCase
     def test_find_some_cheese
       selenium = Selenium::Webdriver.for(:firefox)
       selenium.get("http://awful-valentine.com/")
       selenium.find_element(:id, "searchinput").clear
       selenium.find_element(:id, "searchinput").send_keys("cheese")
       selenium.find_element(:id, "searchsubmit").click
       assert(selenium.find_element(:class, "entry").text.include?("No Results Found"))
       selenium.quit
     end
   end
   ```
Let's rerun our test; we should now see (as shown in the following screenshot) that the assertion count went up from 0 to 1:

![Screenshot showing test results]

Our test is now officially testing the website! But we are not done yet; let's see what will happen when we force it to fail. Let's modify line 13 to expect a different result:

```
Never consider a test complete unless you have seen it fail due to incorrect expectations. Often in a rush to get a test complete, we forget to test that it fails when it should, which gives us false green builds. These types of tests are not just useless, but harmful as they give us a false sense of security about the build.
```

Our modified code looks like the following:

```
13  assert(selenium.find_element(:class, "entry").text.include?("5 Results Found"))
```

By modifying the expected result to say 5 Results Found, our test will fail in the following manner:

![Screenshot showing test failure]

For More Information:
Our test has passed once and failed once, we can officially call it complete!

In the current state of our test, on assertion failure the test suite exits but does not close the Firefox window. This allows us to examine the last page our test finished on. In Chapter 3, Refactoring Tests, we will discuss the teardown method, which will clean up the test environment every time the test finishes.

Interactive test debugging

Nothing is more exciting than to see your tests running, and running fast—really fast! Computers are great at taking bad instructions and running them really fast. The problem, of course, comes from the fact that when something goes wrong it is too fast for you to see it. You will run into a test failure, which no one can explain, almost on a daily basis. Tests, which fail intermittently, can be the source of frustration in your life. But don't despair; there are ways to track them down and fix them.

We will go into detail on how to track down and get rid of intermittent test failures in Chapter 5, Stabilizing the Tests. But in this section, we will take a look at a simple tool built into Ruby, called debug. Since Ruby is an interpreted language, you are able to stop test execution on any of your test environments without any fancy debugging tools. Let's play around with it, I promise it will be fun! Perform the following steps:

1. Let's add one simple line, `require 'debug'`, to the beginning of our test so that it looks like this:

```ruby
7 def test_find_some_cheese
8    selenium = Selenium::WebDriver.for(:firefox)
9    require 'debug'
10   selenium.get("http://awful-valentine.com/")
```
2. Now save it and run the test again. You will see that a Firefox window opened up and is just sitting on a blank white page. Take a look at the terminal; it will look something like this:

We have halted our test execution and entered into the **Interactive Ruby Shell (irb)**, which is a command-line tool for controlling Ruby. This is a great tool for debugging tests, because all of the memory objects are available at your fingertips. You can "quite literally" control your tests from here if you type in the proper commands. Let's take it for a spin.

In the terminal irb session, type in `selenium.get("http://seleniumhq.org")` and hit the *return* (Enter) key on the keyboard.

With Ruby 2.X, you will need to press the *n* + *return* buttons before you are able to take advantage of the `selenium` variable. Ruby 2.X tends to halt the execution in the `Kernel` class, which is one step before line 10 of our test file. By sending the next line command in irb, we step back into the test file and have access to the `selenium` variable.

**For More Information:**
Now watch the browser navigate to Selenium's website! You can run clicks, asserts, or anything else your tests can do and more. You are able to walk through your tests one line at the time, step into any method, or completely alter the course of the test. Here are some basic commands on how to control your test:

<table>
<thead>
<tr>
<th>Description</th>
<th>Command</th>
</tr>
</thead>
<tbody>
<tr>
<td>Next line in the test</td>
<td>n</td>
</tr>
<tr>
<td>Step into method</td>
<td>s</td>
</tr>
<tr>
<td>Continue</td>
<td>c</td>
</tr>
<tr>
<td>Exit irb and continue execution</td>
<td>exit</td>
</tr>
</tbody>
</table>

The debugging tool mentioned here is by far the simplest tool available. It is built into every version of Ruby, but will not give us any fancy features. In compiled languages such as Java or C#, we can rely on the IDE to provide a user interface rich debugger. For a feature-rich debugger in Ruby, check out the Pry gem found at http://pryrepl.org/.

Using the debugger tool can be a little intimidating at times. If you ever get stuck, just close the terminal window and start again. You will soon be as comfortable with the debugger as with any other tool in your arsenal.

**Summary**

This concludes our first chapter; we got a lot accomplished in it. First we discussed the advantages of using Selenium and other OSS tools over the expensive commercial tools. After that we installed Selenium IDE and recorded our first test script, followed by the step-by-step deconstruction of each command performed in the script.

We then proceeded to convert the recorded test into Ruby programming language, comparing each command from the IDE with its Ruby equivalent. Finally, we started working with the Test::Unit testing framework and then learned about test assertions. We finished the chapter by making the test fail on purpose and played with the Ruby debugger. In the next chapter, we will add a couple of new tests and start to dive deeper into the Test::Unit framework. We will also talk about test suite design patterns that emerge from growing your test suite.
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